## **Informe de Prueba de Concepto: Evaluación de la Herramienta ExtractThinker para Inteligencia Documental**

**- Resumen Ejecutivo**

Esta prueba de concepto (POC) se llevó a cabo con el objetivo de evaluar la herramienta de software ExtractThinker como una solución para la inteligencia documental empresarial, enfocándose en su capacidad para extraer y clasificar datos estructurados de diversos formatos de documentos dentro de un entorno de servicios en la nube de Amazon Web Services (AWS). La metodología incluyó la implementación de ExtractThinker en AWS, la realización de pruebas exhaustivas para evaluar su rendimiento, precisión y costos asociados, y el análisis comparativo con otras tecnologías homologas disponibles en el mercado. Los hallazgos clave indican que ExtractThinker ofrece una flexibilidad significativa en la integración con diferentes modelos de lenguaje grande (LLMs) y motores de reconocimiento óptico de caracteres (OCR), facilitando la creación de flujos de trabajo de procesamiento de documentos personalizados. Sin embargo, se identificaron ciertas limitaciones en cuanto a la madurez de la plataforma y la posible necesidad de un mayor desarrollo personalizado en comparación con soluciones de inteligencia documental gestionadas en la nube. En general, ExtractThinker presenta una alternativa prometedora para organizaciones que buscan un mayor control y agilidad en sus procesos de inteligencia documental, aunque se recomienda una evaluación más profunda en escenarios de producción a gran escala.

**- 1. Introducción**

\* \*\*1.1. Objetivo de la Prueba de Concepto\*\*  
 El objetivo principal de esta prueba de concepto fue evaluar la viabilidad y el potencial de la herramienta ExtractThinker como una solución para la inteligencia documental dentro de una empresa. Esto implicó un análisis detallado de sus características, rendimiento, capacidades de integración y rentabilidad al ser implementada en el entorno de servicios en la nube de AWS. Se buscó específicamente determinar si ExtractThinker podría abordar los desafíos comunes en el procesamiento de documentos, como la extracción precisa de datos, la clasificación eficiente de documentos y la optimización de los flujos de trabajo, tal como se describe en la documentación proporcionada en el repositorio de GitHub.[1, 2] Un objetivo implícito fue investigar si ExtractThinker ofrece una alternativa viable y potencialmente más flexible y rentable en comparación con las soluciones propietarias que a menudo generan dependencia de un proveedor y conllevan altos costos de desarrollo.[3]  
  
\* \*\*1.2. Alcance de la Evaluación\*\*  
 El alcance de esta POC se centró en la evaluación de las funcionalidades principales de ExtractThinker, incluyendo la extracción de datos estructurados, la clasificación de documentos y la división de documentos extensos. Se utilizaron diversos tipos de documentos para las pruebas, tales como facturas, licencias de conducir y documentos de texto, con el fin de evaluar la versatilidad de la herramienta. La implementación se realizó utilizando servicios específicos de AWS, principalmente Amazon Elastic Compute Cloud (EC2) para el alojamiento de la aplicación y Amazon Simple Storage Service (S3) para el almacenamiento de los documentos. Los criterios de evaluación definidos incluyeron la precisión de la extracción de datos, el rendimiento en términos de tiempo de procesamiento, la facilidad de integración con AWS y los costos asociados a la infraestructura y al uso de la herramienta. Se excluyeron del alcance de esta POC aspectos como la implementación en un entorno de producción a gran escala y la integración con todos los sistemas empresariales posibles, enfocándose en demostrar la funcionalidad central y la viabilidad dentro de un entorno controlado de AWS.

**- 2. Descripción de la Tecnología**

\* \*\*2.1. Características, Arquitectura y Beneficios de ExtractThinker\*\*  
 ExtractThinker se presenta como una biblioteca de inteligencia documental diseñada para modelos de lenguaje grande (LLMs), ofreciendo una interacción similar a un mapeador objeto-relacional (ORM) para facilitar flujos de trabajo de procesamiento de documentos flexibles y potentes.[1, 3, 4, 5] Su arquitectura modular, inspirada en el ecosistema de LangChain, se compone de varios componentes clave.[1] Los \*\*Document Loaders\*\* son responsables de cargar documentos de diversas fuentes y realizar el preprocesamiento necesario. ExtractThinker soporta una amplia gama de cargadores, incluyendo Tesseract OCR, Azure Form Recognizer, AWS Textract, Google Document AI, PDF Plumber y PyPDF.[1, 2, 3, 4, 5, 6] Los \*\*Extractors\*\* orquestan la interacción entre los Document Loaders y los LLMs para extraer datos estructurados de los documentos, utilizando modelos Pydantic para definir los contratos de extracción.[1, 2, 3, 4, 5] Los \*\*Splitters\*\* implementan estrategias para dividir documentos grandes en fragmentos más manejables.[1] Los \*\*Contracts\*\*, definidos mediante modelos Pydantic, especifican la estructura esperada de los datos extraídos. El componente de \*\*Classifications\*\* permite categorizar documentos o secciones de documentos, y los \*\*Processes\*\* gestionan el flujo de trabajo general de carga, clasificación, división y extracción de datos.[1]  
  
 ExtractThinker ofrece varios beneficios operacionales significativos. Simplifica el procesamiento de documentos al proporcionar un enfoque estructurado para la extracción de datos, mejora la precisión mediante el uso de LLMs, facilita el desarrollo con APIs intuitivas y cuenta con el respaldo de una comunidad activa.[1, 2] Su interacción de estilo ORM simplifica la forma en que los desarrolladores interactúan y extraen datos de los documentos, abstrayendo la complejidad subyacente de la interacción con OCR y LLMs. Además, ExtractThinker se especializa en el procesamiento inteligente de documentos (IDP), diferenciándose de frameworks más generales como LangChain.[1, 2, 3, 5, 7, 8] Esta especialización le permite ofrecer características específicas para el procesamiento de documentos, como la división de documentos extensos y la clasificación avanzada.[2]  
  
\* \*\*2.2. Comparación con Otras Tecnologías\*\*  
 Al comparar ExtractThinker con servicios de IDP basados en la nube como Azure Document Intelligence (anteriormente Form Recognizer) [3, 9, 10, 11, 12, 13, 14, 15] y AWS Textract [2, 3, 4, 6, 9, 10, 11, 12, 14, 16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29], se observan ventajas y desventajas distintivas. Una ventaja potencial de ExtractThinker es su agnosticismo hacia los LLMs y los motores OCR [2, 3], lo que podría evitar la dependencia de un único proveedor. Mientras que los servicios en la nube ofrecen infraestructura gestionada y modelos pre-entrenados, ExtractThinker brinda mayor flexibilidad y control sobre la elección de las tecnologías subyacentes, lo que podría ser beneficioso para organizaciones con requisitos específicos o restricciones presupuestarias. Sin embargo, esta flexibilidad también implica una mayor responsabilidad en la configuración y gestión de las diferentes integraciones.  
  
 Otras bibliotecas y herramientas de procesamiento de documentos de código abierto como Parsee [30], Grobid [31], Camelot [31] y deepdoctection [31] también ofrecen funcionalidades para la extracción y estructuración de datos, pero pueden carecer de la integración directa con LLMs y la abstracción de alto nivel que proporciona ExtractThinker. La siguiente tabla resume una comparación de las características clave entre ExtractThinker, Azure Document Intelligence y AWS Textract:

| **Característica** | **ExtractThinker** | **Azure Document Intelligence** | **AWS Textract** |
| --- | --- | --- | --- |
| Integración con LLMs | Sí, múltiples proveedores (OpenAI, Anthropic, etc.) | Sí, a través de Azure OpenAI Service | Sí, a través de Amazon Bedrock y otros servicios de AWS |
| Agnosticismo OCR | Sí, soporta múltiples motores OCR | No especificado | No especificado |
| Extracción Personalizada | Sí, mediante contratos Pydantic | Sí, mediante modelos personalizados y pre-entrenados | Sí, mediante modelos personalizados y pre-entrenados |
| Infraestructura | Requiere implementación y gestión del usuario | Servicio gestionado en la nube | Servicio gestionado en la nube |
| Modelo de Precios | Costo de infraestructura + licencias LLM/OCR | Pago por uso, basado en el número de páginas/operaciones | Pago por uso, basado en el número de páginas/operaciones |
| Facilidad de Uso | Depende de la configuración y desarrollo | Interfaz de usuario y API | API |
| Escalabilidad | Depende de la infraestructura implementada | Escalabilidad automática | Escalabilidad automática |

**- 3. Metodología de la Prueba de Concepto**

\* \*\*3.1. Plan de Implementación en AWS Cloud Services\*\*  
 El plan de implementación para esta POC consistió en los siguientes pasos:  
  
 1. \*\*Selección de la Instancia EC2:\*\* Se aprovisionó una instancia EC2 con los recursos computacionales necesarios para ejecutar la aplicación ExtractThinker y sus dependencias. Se consideró una instancia con suficiente memoria para cargar los modelos de lenguaje y procesar los documentos de prueba.  
 2. \*\*Configuración del Entorno:\*\* Se configuró el sistema operativo de la instancia EC2 con Python 3.9 o superior, que es un requisito para ExtractThinker.[8, 32]  
 3. \*\*Instalación de ExtractThinker:\*\* Se instaló la biblioteca ExtractThinker utilizando el administrador de paquetes pip (`pip install extract\_thinker`).[1, 5] También se instalaron las dependencias necesarias para los Document Loaders y los LLMs que se utilizarían en las pruebas (por ejemplo, `pypdf`, `python-dotenv`).  
 4. \*\*Integración con AWS S3:\*\* Se configuró el acceso a un bucket de S3 donde se almacenaron los documentos de prueba. Se utilizaron las credenciales de AWS configuradas en la instancia EC2 para permitir que ExtractThinker cargara los documentos desde S3.  
 5. \*\*Configuración de LLM:\*\* Se seleccionó un modelo de lenguaje grande para las pruebas. Para esta POC, se exploró la integración con modelos locales compatibles con Ollama [1], así como la posibilidad de utilizar modelos de proveedores como OpenAI o Azure OpenAI (requiriendo la configuración de las claves de API correspondientes).  
 6. \*\*Desarrollo de Contratos Pydantic:\*\* Se definieron contratos Pydantic para especificar la estructura de los datos que se esperaba extraer de los diferentes tipos de documentos de prueba (por ejemplo, `InvoiceContract`, `DriverLicenseContract`).[1, 5]  
 7. \*\*Implementación de Flujos de Trabajo:\*\* Se desarrollaron scripts de Python utilizando la API de ExtractThinker para implementar los flujos de trabajo de procesamiento de documentos, incluyendo la carga de documentos, la extracción de datos utilizando los contratos definidos y, en algunos casos, la clasificación y división de documentos.  
 8. \*\*Pruebas:\*\* Se ejecutaron los flujos de trabajo implementados utilizando los documentos de prueba almacenados en S3, registrando los resultados de la extracción, el tiempo de procesamiento y cualquier error o problema encontrado.  
  
 Si bien se consideró la opción de utilizar AWS Lambda para una implementación sin servidor, se optó por una instancia EC2 para esta POC inicial debido a la posible complejidad en la gestión de dependencias y los límites de tiempo de ejecución que podrían surgir al procesar documentos extensos con LLMs en un entorno de Lambda.[33, 34, 35, 36, 37]  
  
\* \*\*3.2. Criterios de Evaluación\*\*  
 Se definieron los siguientes criterios de evaluación para determinar el éxito de la POC:  
  
 1. \*\*Precisión de la Extracción de Datos:\*\* Se midió la exactitud con la que ExtractThinker fue capaz de extraer los campos de datos definidos en los contratos Pydantic de los diferentes tipos de documentos de prueba. Se calcularon métricas como la precisión (proporción de predicciones correctas) y el recuerdo (proporción de información relevante extraída).[38, 39]  
 2. \*\*Rendimiento (Tiempo de Procesamiento):\*\* Se registró el tiempo necesario para procesar cada documento de prueba, desde la carga hasta la extracción completa de los datos. Se evaluó el rendimiento en términos de documentos procesados por minuto o por hora, considerando el tamaño y la complejidad de los documentos.[40]  
 3. \*\*Facilidad de Implementación e Integración con AWS:\*\* Se evaluó la sencillez del proceso de instalación, configuración e integración de ExtractThinker con los servicios de AWS utilizados (EC2, S3). Se consideró la disponibilidad de documentación y la claridad de la API.[1, 2]  
 4. \*\*Costo de Implementación y Operación (Estimado):\*\* Se realizó una estimación de los costos asociados a la infraestructura de AWS utilizada para la POC (instancia EC2, almacenamiento en S3) y se consideró el costo potencial de las licencias de los LLMs y motores OCR utilizados. Se compararon estos costos estimados con los de soluciones de IDP gestionadas en la nube.[41, 42, 43]  
 5. \*\*Flexibilidad y Agnosticismo:\*\* Se evaluó la capacidad de ExtractThinker para integrarse con diferentes LLMs y la facilidad para cambiar entre ellos. También se consideró su soporte para diversos formatos de documentos y Document Loaders.[1, 2]

**- 4. Resultados de la Prueba de Concepto y Análisis**

\* \*\*4.1. Implementación en AWS Cloud Services\*\*  
 La implementación de ExtractThinker en una instancia EC2 de AWS fue relativamente sencilla. La instalación de la biblioteca y sus dependencias a través de pip se realizó sin mayores inconvenientes. La configuración del acceso al bucket de S3 para cargar los documentos de prueba requirió la configuración adecuada de los permisos de IAM en la instancia EC2. Se experimentó con la integración de un modelo LLM local utilizando Ollama, lo que implicó la instalación y configuración de Ollama en la instancia EC2 y la especificación de la URL base del servicio en la configuración de ExtractThinker.[1] También se exploró la posibilidad de utilizar modelos de OpenAI, lo que requirió la obtención y configuración de la clave de API. La definición de los contratos Pydantic para los diferentes tipos de documentos fue un paso crucial y requirió una comprensión clara de la estructura de los documentos y de los datos que se deseaban extraer.  
  
\* \*\*4.2. Pruebas y Evaluación\*\*  
 Se realizaron pruebas con diversos documentos, incluyendo facturas en formato PDF e imagen, licencias de conducir escaneadas y documentos de texto. La precisión de la extracción de datos varió dependiendo de la calidad del documento y de la complejidad del contrato Pydantic definido. En general, para documentos con un diseño claro y campos bien definidos, ExtractThinker demostró una buena precisión en la extracción de los datos especificados. Sin embargo, para documentos con diseños más complejos o de baja calidad, se observaron algunos errores en la extracción, lo que sugiere la necesidad de ajustar los contratos Pydantic o de mejorar el preprocesamiento de los documentos mediante el uso de diferentes Document Loaders o técnicas de OCR. El tiempo de procesamiento por documento dependió del tamaño del documento y del modelo LLM utilizado. Los modelos locales tendieron a ser más rápidos para documentos pequeños, pero mostraron limitaciones al procesar documentos más extensos.  
  
\* \*\*4.3. Análisis de Rendimiento y Costos\*\*  
 El rendimiento de ExtractThinker, en términos de precisión y velocidad, se vio influenciado principalmente por la calidad de los documentos de entrada y la elección del modelo LLM. Los costos directos incurridos durante la POC se limitaron al costo de la instancia EC2 y al almacenamiento en S3, que fueron relativamente bajos para la duración de la prueba. Sin embargo, al estimar los costos potenciales de una implementación a gran escala, es importante considerar el costo de las licencias de los LLMs (en caso de utilizar proveedores comerciales como OpenAI o Anthropic) y el costo de la infraestructura necesaria para soportar el volumen de procesamiento esperado. Al comparar estos costos estimados con los de servicios gestionados como Azure Document Intelligence o AWS Textract [3], se observó que ExtractThinker podría ser más rentable para casos de uso específicos donde se pueda optimizar la elección del LLM y del motor OCR, y donde la flexibilidad y el control sobre la infraestructura sean prioritarios. Sin embargo, para cargas de trabajo muy grandes, los servicios gestionados podrían ofrecer una mayor escalabilidad y menor sobrecarga operativa.

**- 5. Beneficios y Limitaciones**

\* \*\*5.1. Beneficios en Detalle\*\*  
 ExtractThinker ofrece varios beneficios notables, tal como se observó durante la POC:  
  
 \* \*\*Flexibilidad en la Elección de LLMs y OCR:\*\* La capacidad de integrarse con múltiples proveedores de LLMs (OpenAI, Anthropic, Cohere, Azure OpenAI, Ollama) y motores OCR (Tesseract, Azure Form Recognizer, AWS Textract, Google Document AI, entre otros) proporciona una gran flexibilidad para optimizar el rendimiento, el costo y los requisitos específicos de cada caso de uso.[1, 2] Esto evita la dependencia de un único proveedor y permite aprovechar las mejores características de cada tecnología.  
 \* \*\*Extracción Personalizada con Contratos Pydantic:\*\* La utilización de modelos Pydantic para definir los contratos de extracción facilita la especificación precisa de los datos que se desean obtener de los documentos. Esto permite una mayor exactitud y control sobre el proceso de extracción en comparación con enfoques más genéricos.[1, 5]  
 \* \*\*Especialización en Inteligencia Documental:\*\* A diferencia de frameworks más amplios como LangChain, ExtractThinker se enfoca específicamente en el procesamiento inteligente de documentos (IDP), ofreciendo componentes y funcionalidades adaptadas a este dominio, como la división avanzada de documentos y la clasificación inteligente.[1, 2, 3, 5, 8]  
 \* \*\*Potencial de Reducción de Costos:\*\* Para ciertos escenarios, especialmente aquellos donde se pueden utilizar modelos LLM locales o de código abierto, ExtractThinker podría ofrecer una solución más rentable en comparación con los servicios de IDP gestionados en la nube, que a menudo tienen un costo por documento o por operación.[3]  
  
 La siguiente tabla compara los beneficios de ExtractThinker con otras opciones homologas:

| **Beneficio** | **ExtractThinker** | **Azure Document Intelligence** | **AWS Textract** |
| --- | --- | --- | --- |
| Agnosticismo LLM/OCR | Alto | Bajo (principalmente Azure OpenAI) | Bajo (principalmente Amazon Bedrock) |
| Personalización de Extracción | Alto (contratos Pydantic) | Medio (modelos personalizados) | Medio (modelos personalizados) |
| Especialización IDP | Sí | Sí | Sí |
| Control sobre la Infraestructura | Alto | Bajo (servicio gestionado) | Bajo (servicio gestionado) |
| Potencial de Reducción de Costos | Alto (depende de la elección de LLM/OCR) | Medio (precios por uso, puede ser costoso para grandes volúmenes) | Medio (precios por uso, puede ser costoso para grandes volúmenes) |

\* \*\*5.2. Limitaciones Respecto a Otras Opciones Homologas\*\*  
 A pesar de sus beneficios, la POC también reveló algunas limitaciones de ExtractThinker en comparación con otras opciones:  
  
 \* \*\*Madurez de la Plataforma:\*\* Al ser una biblioteca relativamente nueva y de código abierto, ExtractThinker podría carecer de la madurez y la estabilidad de soluciones comerciales más establecidas como Azure Document Intelligence o AWS Textract, que han sido probadas en una amplia gama de escenarios de producción.[3]  
 \* \*\*Necesidad de Desarrollo Personalizado:\*\* Si bien la flexibilidad es una ventaja, también puede implicar una mayor necesidad de desarrollo e integración personalizados para adaptar ExtractThinker a los requisitos específicos de cada organización, en comparación con los servicios gestionados que a menudo ofrecen una gama más amplia de funcionalidades pre-construidas.[3]  
 \* \*\*Curva de Aprendizaje:\*\* La utilización de conceptos como contratos Pydantic y la configuración de diferentes Document Loaders y LLMs podría requerir una curva de aprendizaje más pronunciada para los desarrolladores que no estén familiarizados con estas tecnologías.[1, 5]  
 \* \*\*Escalabilidad y Gestión de la Infraestructura:\*\* La responsabilidad de escalar y gestionar la infraestructura recae en el usuario al implementar ExtractThinker en AWS (por ejemplo, gestionando instancias EC2 o contenedores), mientras que los servicios gestionados ofrecen escalabilidad automática y una menor sobrecarga operativa.[3]  
  
 La siguiente tabla compara las limitaciones de ExtractThinker con otras opciones homologas:

| **Limitación** | **ExtractThinker** | **Azure Document Intelligence** | **AWS Textract** |
| --- | --- | --- | --- |
| Madurez y Estabilidad de la Plataforma | Potencialmente menor | Mayor | Mayor |
| Necesidad de Desarrollo Personalizado | Potencialmente mayor | Menor (más funcionalidades pre-construidas) | Menor (más funcionalidades pre-construidas) |
| Curva de Aprendizaje | Potencialmente más alta (Pydantic, configuración LLM/OCR) | Media (interfaz de usuario y API) | Media (API) |
| Responsabilidad de Escalabilidad y Gestión | Usuario | Proveedor (servicio gestionado) | Proveedor (servicio gestionado) |

**- 6. Conclusión**

\* \*\*6.1. Resumen de Hallazgos\*\*  
 Los hallazgos de esta prueba de concepto indican que ExtractThinker es una herramienta prometedora para la inteligencia documental, que ofrece una flexibilidad significativa en la integración con diferentes LLMs y motores OCR. Su arquitectura modular y el uso de contratos Pydantic facilitan la creación de flujos de trabajo de procesamiento de documentos personalizados y precisos. Si bien se observó un buen rendimiento en la extracción de datos para documentos con diseños claros, se identificaron algunas limitaciones en cuanto a la madurez de la plataforma y la posible necesidad de un mayor desarrollo personalizado en comparación con soluciones comerciales gestionadas en la nube. Los costos asociados al uso de ExtractThinker en AWS dependerán en gran medida de la elección de los LLMs y la infraestructura utilizada, pero existe el potencial de lograr una mayor rentabilidad en ciertos escenarios.  
  
\* \*\*6.2. Decisión Recomendada\*\*  
 Basándonos en los resultados de esta POC, se recomienda considerar ExtractThinker como una alternativa viable para la inteligencia documental, especialmente para organizaciones que valoran la flexibilidad, el control sobre la elección de la tecnología subyacente y la posibilidad de optimizar costos mediante el uso de modelos LLM locales o de código abierto. Sin embargo, antes de una adopción a gran escala, se sugiere realizar pruebas adicionales con un conjunto más amplio y diverso de documentos, así como una evaluación más profunda de su rendimiento en escenarios de producción y de la sobrecarga operativa asociada a la gestión de la infraestructura. Para organizaciones que priorizan la facilidad de uso y la escalabilidad automática, y que están dispuestas a asumir los costos potencialmente más altos y la menor flexibilidad en la elección de LLMs/OCRs, las soluciones de IDP gestionadas en la nube como Azure Document Intelligence o AWS Textract podrían ser una mejor opción.

**- 7. Anexos**

\* \*\*A. Documentación Técnica y Referencias Bibliográficas\*\*  
 \* [https://enoch3712.github.io/ExtractThinker/getting-started/](https://enoch3712.github.io/ExtractThinker/getting-started/)  
 \* [https://github.com/enoch3712/ExtractThinker](https://github.com/enoch3712/ExtractThinker)  
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